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About this manual
Each chapter begins with small note about the chapter.  The notes are written using different colors 
depending on the type of information in the chapter.  A note written in red means the chapter covers an 
advanced topic, in purple means the chapter covers an intermediate level topic, in green if the chapter 
covers an essential topic, and in blue if the chapter can be skipped and explains what is gained by reading 
the chapter.
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Chapter 1: What is "Dialog Toolkit"
"Dialog Toolkit" is a free AppleScript library created by Shane Stanley that allows scripters to create a 
dialog with more then 1 string of output text, more then 1 input field, more then 3 buttons as well as 
include popup buttons, checkboxes, radio buttons, any kind of label at all, as well as create something 
called a path control.  An example of 1 type of a "path control" (NSPathStyleNavigationBar) is seen at the 
bottom of a Finder window to show the path of the currently selected item.  "Dialog Toolkit" uses the 
NSPathStyleStandard type for the path controls.

In addition to providing new features "Dialog Toolkit" also makes the actual scripting easier to perform.  A 
lot of the work necessary to create individual "items" to go in the alert, as well as creating the actual 
enhanced alert, are done by the "Dialog ToolKit."

The actual item used to display the information in an enhanced alert is something called an NSAlert.  This 
is the basic building block programmers use to create Alerts.  Using NSAlerts affects things like: 

What the enhanced alert looks like,
What can go into the enhanced alert,
Operations that can be performed by an enhanced alert,
The way an enhanced alert is used,
What features that come built into an enhanced alert without additional coding, and
The key commands that are built into an enhanced alert.

All of the features just listed comes from the object oriented nature of Obj-C.  Different objects in Obj-C 
have different capabilities and know about different things.  So much of the way "Dialog Toolkit" behaves 
and what is possible to do with it comes from the behavior and power of the NSAlert object.

Therefore the better a person understands NSAlert the better they can understand "Dialog Toolkit."  But 
"Dialog Toolkit" can still be used without knowing anything about NSAlerts.  Therefore "Chapter 2: The 
basics about NSAlert" can be skipped if you only want to use "Dialog Toolkit" as is, and only want to use 
as is the 5 capabilities that are nonstandard in ordinary AppleScript dialogs (popup buttons, checkboxes, 
radio buttons, labels and path controls).

To tie it all together it can be said that using "Dialog Toolkit" allows the scripter to produce an enhanced 
alert while using ordinary NSAlerts, and read the user information entered after the dialog is dismissed.

This manual is not intended as a guide to NSAlerts used separate from "Dialog Toolkit."  Using NSAlerts 
without "Dialog Toolkit" will most likely bring up issues not discussed in this manual.
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Chapter 2: The basics about NSAlert
Note: "This chapter can be skipped if you only want to use "Dialog Toolkit" as is, and only want to use 
buttons, checkboxes, radio buttons, labels and path controls as is.  Changing any of these things in 
"Dialog ToolKit" without understanding the basics about the NSAlert would most likely lead to problems.

The programmer can specify 6 types of things:
Alert style
Alert text
Button titles
Custom icon
Help text: Can can allow a help button to appear in the alert for help relating to the alert
Suppression checkbox: Option to show/hide checkbox to suppress future alters

The default alert style is NSWarningAlertStyle.

Alert styles
"Alert style" is a property of NSAlert

NSWarningAlertStyle (integer constant = 0)
Used to warn the user about a current or impending event. The purpose is more than informational but not 
critical.

NSInformationalAlertStyle (integer constant = 1)
An alert used to inform the user about a current or impending event.

NSCriticalAlertStyle (integer constant = 2)
Reserved for critical alerts, such as when severe consequences might result from certain user responses 
(for example, a “clean install” will erase all data on a volume). This style includes a caution icon badged 
with the app icon.

Currently there is no visual difference between informational and warning alerts. You should only use the 
critical alert style if warranted.

As of 8/10/2016 the NSAlert styles have deprecated.  There are new constants currently being used in 
beta testing.  The numeric values of the constants have remained the same but the names have changed.  
All the constants now all start with "NSAlertStyle."  These new constants are:

NSAlertStyleWarning (integer constant = 0)
NSAlertStyleInformational (integer constant = 1)
NSAlertStyleCritical (integer constant = 2)

Alert attributes
NSAlert objects have the following attributes:

Type: (Integer) NSWarningAlertStyle, NSInformationalAlertStyle, NSCriticalAlertStyle

Message text: (String) The main message of the alert.

Informative text: (String) Additional information about the alert.

Response buttons: (set of NSButtons) The buttons the user can click.

Suppression checkbox: (boolean) Show or hides the suppression checkbox.



Chapter 2: The basics about NSAlert

Accessory view: (NSView) Where the controls and fields specified by scripter are placed.
   
Icon:  This is not currently implemented in the "display enhanced alert" handler.

Help:  This is not currently implemented in the "display enhanced alert" handler.

Where information appears in the Alert
NSAlerts display information in a particular order from top to bottom, except the icon which is to the left of 
all the other information.  The order is listed below:

Message text
Informative text
Accessory view
Suppression checkbox
Response buttons

The icon is show in the top left corner of the alert: not currently implemented

The accessory view is where the: text fields, labeled fields, checkboxes, popups, radio button matrixes, 
path controls and rules are placed.

User Buttons
A default button is automatically created when a NSAlert is called.  The button uses the "return key" as a 
keyboard shortcut.

Any button with a title of "Cancel" will automatically use the escape key as a keyboard shortcut.

Any button with the title "Don’t Save" and is not the first (rightmost) button will automatically use the 
keyboard shortcut Command-D as a keyboard shortcut.

Other key board shortcuts for buttons can be added by using the method "setKeyEquivalent" of the 
NSButton class.

All buttons, except the the default button, have to be added using the method "addButtonWithTitle"

The first button (the "default button") is placed at the far right of button row at the bottom of the alert.  Each 
new button is added to the left of the previously existing button(s).

Identifying which button was clicked
Buttons are identified by their horizontal position starting from the rightmost button.  The number to identify 
the Nth most button from the right is equal to 999 + N, e.g. 1000 means the rightmost is being referenced, 
1002 means the third button from the right edge of the dialog is being referenced, 1005 means the sixth 
button from the right edge of the dialog is being referenced, and so on.

There are 3 predefined integer constants to identify the first 3 buttons:
NSAlertFirstButtonReturn  = 1000, which means the first button was clicked
NSAlertSecondButtonReturn  = 1001, which means the second button was clicked
NSAlertThirdButtonReturn  = 1002 which means the third button was clicked

Suppression checkbox
The "Suppression checkbox" is a property of NSAlert. When "TheAlert.showsSuppressionButton" is set to 
"Yes" (The variable "TheAlert" holds a pointer to the Alert data structure in memory as opposed to the data 
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Chapter 2: The basics about NSAlert
structure itself.) a check box followed by programmer specified text is displayed on the Alert.  If  
"TheAlert.showsSuppressionButton" is set to "No" then then neither the check box nor the programmer 
specified text is displayed and the row of buttons moves up to fill in the place that would have been used 
for the check box.  By default this value is set to "No" which which does not show the check box and is 
associated suppression text.

The suppression checkbox allows the user to click the suppression checkbox, which will suppress the 
display of future alerts when the event that triggered the current alert occurs again.

A suppression checkbox has the following text displayed to the right of the text box: “Do not show this 
message again”  This is the default text displayed.  The text is actually the title of the checkbox.  This text 
can be changed by the following expression:

[[alert suppressionButton] setTitle:@"My new button title."];

This expression references the suppressionButton of the alert and sets it to the new value.
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Chapter 3: "display enhanced alert"

Chapter 3: "display enhanced alert"
Note: This chapter covers concepts necessary to using "display enhanced alert."

"display enhanced alert" input parameters
The parameters of "display enhanced alert" are:

direct parameter    (called "Message text" in NSAlert)
message    (called "Informative text" in NSAlert)
as    (called "Alert style" in NSAlert)
buttons    (NSAlert property is called "buttons," aka "Response buttons" in Obj-C docs)
suppression    (aka SuppressionButton in Obj-C docs)
giving up after (Not done by NSAlert, entirely implemented in "display enhanced alert")
acc view width    (Used to create an "Accessory View" where alert items are placed)
acc view height    (Used to create an "Accessory View" where alert items are placed)
acc view controls    (A list of all the controls to be created by "display enhanced alert")

To see where various things will appear in a dialog see "Where information appears in the Alert" in Chapter 
1.

"display enhanced alert" output

The output consists of a list of the three items: the name of the item that dismissed the alert, the boolean 
state of the suppression checkbox, and a list of the values of the controls passed into "acc view controls"

First item in list: It will either be the name of the button clicked, or "Gave Up" which indicates the alert 
timed out from exceeding the time specified in the "giving up after" input parameter.

Second item in list: The boolean state of the suppression checkbox at the time the dialog closed.

Third item in list: A list consisting of the name of the button pressed (or 'Gave Up'), the boolean state of the 
suppression button, and a list of the values of the controls passed in 'acc view controls'.

"display enhanced alert" can take input from14 different handlers to create controls for the alert.  Table 1 
shows what those 14 handlers return.

Any data returned from these handlers that "does not" the symbol ‡ following it's description in table 1 
"will" be used by the "display enhanced alert" handler to create the alert.   Any data returned from these 
handlers that "does" have the symbol ‡ following it's description "will not" be used by "display enhanced 
alert" handler.  

Name of handler Data returned by handler: listed by list item number

create field 1: NSTextField: Text field that receives text
2: class of the "bottom" input parameter:

Distance from top of control to bottom of accessory view ‡

create top labeled field 1: NSTextField: Text field that receives text
2: NSTextField: The label
3: class of the "bottom" input parameter:

Distance from top of control to bottom of accessory view ‡
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Chapter 3: "display enhanced alert"

create side labeled field 1: NSTextField: Text field that receives text
2: NSTextField: The label
3: class of the "bottom" input parameter:

Distance from top of control to bottom of accessory view ‡
4: class of "field left" input parameter: The width of the field ‡

create path control 1: NSPathControl: 
2: class of the "bottom" input parameter:

Distance from top of control to bottom of accessory view ‡

create labeled path control 1: NSPathControl: Holds selected path
2: NSTextField: The label
3: class of the "bottom" input parameter:

Distance from top of control to bottom of accessory view ‡

create checkbox 1: NSButton: The checkbox
2: class of the "bottom" input parameter:

Distance from top of control to bottom of accessory view ‡

create labeled checkbox 1: NSButton: The checkbox
2: NSTextField: The label
3: class of the "bottom" input parameter:

Distance from top of control to bottom of accessory view ‡
4: class of the "checkbox left" input parameter:

The distance between accessory view's left and checkbox ‡

create popup 1: NSPopUpButton: The popup
2: class of the "bottom" input parameter:

Distance from top of control to bottom of accessory view ‡

create labeled popup 1: NSPopUpButton: The popup
2: NSTextField: The label
3: class of the "bottom" input parameter:

Distance from top of control to bottom of accessory view ‡
4: class of the "popup left" input parameter:

The distance between accessory view's left and checkbox ‡

create matrix 1: NSMatrix: The matrix (radio buttons)
2: class of the "bottom" input parameter:

Distance from top of control to bottom of accessory view ‡
3: real: distance between accessory view's left and checkbox ‡

create labeled matrix 1: NSMatrix: The matrix (radio buttons)
2: NSTextField: 
3: class of the "bottom" input parameter:

Distance from top of control to bottom of accessory view ‡
4: real: class of the "matrix left" input parameter:

The distance between accessory view's left and checkbox ‡

Name of handler Data returned by handler: listed by list item number
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Chapter 3: "display enhanced alert"

Table 1: Types returned by handlers that create controls

‡ This returned item is not used by "display enhanced alert"

create label 1: NSTextField: The label
2: class of the "bottom" input parameter:

Distance from top of control to bottom of accessory view ‡
3: real: The actual width ‡

create rule 1: NSBox: Used to draw the line on alert
2: class of the "bottom" input parameter:

Distance from top of control to bottom of accessory view ‡

Name of handler Data returned by handler: listed by list item number
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Chapter 4: ASObj-C

Chapter 4: ASObj-C
This chapter covers intermediate level topics.  This would be difficult for a beginner to read but would be 
redundant for an advanced user of ASObj-C and Objective-C.

How to read cocoa documentation

Apple provides 2 sources of information for writing code in Objective-C.

ASObj-C
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Chapter 4: Sources of information about ASObj-C
The Objective-C section can be skipped if the reader is already familiar Objective-C and how to look up 
information about ASObj-C.

Using Xcode as a reference tool for for ASObj-C
This section documents Xcode 7.3.1.

The easiest way to enter into Xcode's "Documentation and API reference" is to click the help menu in 
Xcode and choose "Documentation and API reference" (see figure 1).

�
Figure 1: Help menu

A window like figure 2 should open.  The window may or may have 1 or 2 columns to the far left depending 
what configuration the window was set in when it was last closed.

�
Figure 2: Xcode window
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Chapter 4: Sources of information about ASObj-C
There are 4 buttons shown at the top of the window (see figures 3a-3d).  The left arrow (figure 3a) moves 
the user farther back in the search history while the right arrow (figure 3b) moves the user farther forward 
in the search history.  Figure 3c shows the icon for the "documentation navigator" which allows the user to 
choose what document set to search through.  Clicking this icon will cause the tab widow to alternate 
between showing the column and hiding the column.  Figure 3d shows the outline icon which when clicked 
toggles between hiding or showing the table contents for the currently selected document set.

There is small magnifying glass (figure 4), just to the right of the outline button.  Clicking the magnifying 
glass will open up a popup (figure 5) which allows the user to specifically select which documentation sets 
to search. 

The search field next to the magnifying glass icon is the primary search field.  Each time the user types a 
character into the search field Xcode reevaluates what has been typed and offers suggestions based 
what's been typed.  The user can also scroll to the bottom of the drop down list and choose "Show All 
Results" which will cause the display to show a list of possible matches based on what's been entered so 
far.

Multiple searches can be open at the same time  Pressing command-T (or click "New" in the file menu and 
choose "Tab" from the sub menu that appears) will open a new tab in the documentation window.  Then 
just start a new search.  Just click a different tab to switch to another search.  Pressing command-W (or 
choosing "Close Tab from the File menu) will close the currently selected tab.

Pressing command-F opens a second search bar that will search the currently opened page of 
documentation.  This search bar also has a magnifying glass icon that looks just like figure 4.  Figure 6 
shows what the drop down looks like after the magnifying glass icon is clicked in the search box for the 
window.  Figure 7 shows the popup that appears when "Edit Find Options…" is chosen in figure 6.  The 
"wrap" option in figure 7 determines if the find operation will loop around to the top (wrap around) after it 
has searched to the end of the page.

�
Figure 3a

�
Figure 3d

�
Figure 3c

�
Figure 3b

�
Figure 4

�
Figure 5
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Chapter 4: Sources of information about ASObj-C

To download new or updated documentation for Xcode open the Preferences window and click the 
Components tab (figure 6).  The middle of the tab window that appears should look similar to figure 7.  
Make sure the "Documentation" tab is selected (the text in "Documentation" is blue when the tab is 
selected).  The tab window will display a list the documentation available for download.  Clicking a circle 
with a downward pointing arrow, next to the documentation that's to be downloaded, will begin the 
download.

Links for ASObj-C help
Mac Developer Library search
https://developer.apple.com/library/mac/navigation/

�
Figure 1

To search the "Mac Developer Library" enter what to search for in the field next to the word "Documents" 
as shown in figure 1.  Then press return.  If in the future any of the links provided here no longer work, 
type the name that appears above any of the 3 links show below and press return to search for the new 
location of the information.  If the information still exists the search should find it.

�
Figure 6

�
Figure 7

�
Figure 6

�
Figure 7
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Chapter 4: Sources of information about ASObj-C
Programming with Objective-C
https://developer.apple.com/library/mac/documentation/Cocoa/Conceptual/ProgrammingWithObjectiveC/
Introduction/Introduction.html#//apple_ref/doc/uid/TP40011210-CH1-SW1

Object-Oriented Programming with Objective-C
https://developer.apple.com/library/mac/documentation/Cocoa/Conceptual/OOP_ObjC/Introduction/
Introduction.html#//apple_ref/doc/uid/TP40005149

AppleScriptObjC Release Notes
https://developer.apple.com/library/mac/releasenotes/ScriptingAutomation/RN-AppleScriptObjC/

AppleScript Language Guide
This one was updated 01/25/2016
https://developer.apple.com/library/mac/documentation/AppleScript/Conceptual/AppleScriptLangGuide/
introduction/ASLR_intro.html#//apple_ref/doc/uid/TP40000983
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Chapter 5: Extending Dialog ToolKit 2.0.2
Note: This chapter covers advanced topics most readers do not need to know.

The new handlers mentioned in this section do not modify the existing handlers in "Dialog Toolbox."  If 
"Dialog Toolbox" handlers were modified then it would create a problem when "Dialog Toolbox" is updated.  
With separate additional handlers an update can be installed and the new new additional handlers can be 
added back in.

Warning: The new handlers mentioned here will not be visible in the scripting dictionary dictionary as the 
have not been added to the sdef in "Dialog Toolkit."  But they will work in a script editor.

Named parameters were used in this chapter because the "user defined" labels make the purpose of each 
parameter more clear to the reader, but positional parameters can also be used.  Error checking was 
added to the handlers but this can be removed by deleting the "ReturnObj scrip object" the "try" key word 
and everything between and including  "on error errMsg number errNum" and "end try."  Than any you 
like can be returned.

If you wish, you can move the main handler in these sample scripts to the "Dialog Toolkit" library.  To do 
this select and cut the entire main handler and paste it into the "Dialog Toolkit" library.  The use framework 
"AppKit" will no longer be needed in the script.  The main handler will be identified in any example that has 
more then one handler in it.

Create text fields with justification
(idea suggested by KOENIG)

The script SetTextFieldJustification allows the default text justification of an NSTextField, created by 
"Dialog Toolkit's" "create top labeled field," to be changed to a different text alignment.  The first field in 
the SetTextFieldJustification handler requires a pointer to a NSTextField.  "create field," "create top labeled 
field" and "create side labeled field" all return a pointer the required NSTextField in the first parameter of 
their output.

The script requires the use framework "AppKit" be added to the script, if it is not already in the script file.  

The actual method (see glossary if word unfamiliar) that changes the alignment is setAlignment.  It is a 
method of the NSTextField object.  The actual constants: NSRightTextAlignment, NSCenterTextAlignment 
and NSLeftTextAlignment are defined in NSControl documentation.  The NSTextField object inherits them 
from NSControl object.

�

set {TestField, TestFieldLabel, theTop} to create top labeled field "" placeholder text ¬ 
 "Justified placeholder text" left inset 0 bottom 0 field width 400 extra height 60 ¬ 
 label text "The label text" 

set TheResult to SetTextFieldJustification by TestField given TheJustification:"c" 
if (not Successful of TheResult) then return false 

set allControls to {TestField, TestFieldLabel} 
set {buttonName, suppressedState, controlsResults} to display enhanced alert ¬ 
 "Testing justification" message "" as critical alert buttons {"Cancel", "OK"} ¬ 
 giving up after 120 acc view width 400 acc view height theTop ¬ 
 acc view controls allControls without suppression



Chapter 5: Extending Dialog ToolKit 2.0.2
SetTextFieldJustification part 1

�
SetTextFieldJustification part 2

The entire script to produce a dialog that has an adjustable field justification consist of the concatenation 
of "SetTextFieldJustification part 1" and "SetTextFieldJustification part 2."  Setting TheJustification to any 
thing that starts with the letter "c" or "r" will cause the text to be centered or right justified, otherwise it will 
be left justified.

If you wish, you can move the entire SetTextFieldJustification handler inside the "Dialog Toolkit" library.  To 
do this copy the entire SetTextFieldJustification handler in "SetTextFieldJustification part 1" and move it 
into the "Dialog Toolkit" library.  The use framework "AppKit" is no longer needed in the main script for this 
example.  The main script would now just consist of the text in "SetTextFieldJustification part 3."

display enhanced alert displays the new text justification after the changes have been made to 
TheNSTextField.

use AppleScript version "2.4" 
use scripting additions 
use script "Dialog Toolkit" version "2.0" 
use framework "AppKit" 

on SetTextFieldJustification by TheNSTextField given TheJustification:TheJustification 
 script ReturnObj 
  property Successful : false 
 end script 
  
 try 
  tell TheNSTextField 
   if TheJustification begins with "r" then 
    its setAlignment:(current application's NSRightTextAlignment) 
   else if TheJustification begins with "c" then 
    its setAlignment:(current application's NSCenterTextAlignment) 
   else 
    its setAlignment:(current application's NSLeftTextAlignment) 
   end if 
  end tell 
  set (Successful of ReturnObj) to true 
  return ReturnObj 
 on error errMsg number errNum 
  display dialog "Error " & (errNum as string) & ¬ 
   " occurred while trying to justify a field." & return & return & errMsg ¬ 
   with title "Error" 
  set (Successful of ReturnObj) to false 
  return ReturnObj 
 end try 
end SetTextFieldJustification
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�
SetTextFieldJustification part 3

Create popup with preset menu item
(idea suggested by KOENIG) 

�
Create popup with preset menu item part 1

"Create popup with preset menu item part 1" shows all of the script except the handler SelectMenuItem 
which does the actual menu selection.   Showing the entire script was too long for a single page.

The entire script consists of the concatenation of "Create popup with preset menu item" parts 1 and 2.  
Running the script "Create popup with preset menu item" requires the use framework "AppKit" to be in the 
script.

This script allows the default "menu item" set by "Dialog Toolkit's" "create popup" to be changed to a 
different menu item.  The actual method (see glossary if word unfamiliar) that changes the menu selection 
is selectItemWithTitle.  selectItemWithTitle is defined in the NSPopUpButton documentation.

"display enhanced alert" displays the popup after the changes have been made to TheNSPopUpButton.

use AppleScript version "2.4" 
use scripting additions 
use DialogToolkit : script "Dialog Toolkit" 

set {TestField, TestFieldLabel, theTop} to create top labeled field "" placeholder text ¬ 
 "Justified placeholder text" left inset 0 bottom 0 field width 400 extra height 60 ¬ 
 label text "The label text" 

set TheResult to SetTextFieldJustification of DialogToolkit by TestField given TheJustification:"c" 
if (not Successful of TheResult) then return false 

set allControls to {TestField, TestFieldLabel} 
set {buttonName, suppressedState, controlsResults} to display enhanced alert ¬ 
 "Testing justification" message "" as critical alert buttons {"Cancel", "OK"} ¬ 
 giving up after 120 acc view width 400 acc view height theTop ¬ 
 acc view controls allControls without suppression

use AppleScript version "2.4" -- Yosemite (10.10) or later 
use scripting additions 
use framework "AppKit" 
use DialogToolkit : script "Dialog Toolkit" 

set theTop to 0 
set {TheNSPopUpButton, theTop} to create popup {"Red", "Green", "Blue"} left inset ¬ 
 0 bottom (theTop + 8) popup width 100 

set TheResult to SelectMenuItem by TheNSPopUpButton given NewMeunSelection:"Green" 

set {TheNSPopUpButton, suppressedState} to display enhanced alert ¬ 
 "Testing popups" message "" as critical alert buttons {"Cancel", "OK"} ¬ 
 giving up after 120 acc view width 400 acc view height theTop ¬ 
 acc view controls {TheNSPopUpButton} without suppression
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!  
Create popup with preset menu item part 2

SelectMenuItem first checks if the desired menu item is already selected.  If it is not the handler gets a list 
of all the menu item titles in the popup menu and checks to see if the desired menu item title is even in the 
menu.  if the desired menu item name is in the list then the menu item is selected.  If desired menu item 
name is not in the list an error is generated and the handler returns. 

Create matrix (radio buttons) with preset item selection
(idea suggested by KOENIG) 

The explanation of the script appears after the text of the script.

on SelectMenuItem by TheNSPopUpButton given NewMeunSelection:NewMenuItem 
 -- The script checks to see if the correct menu item is already selected and, 
 -- if it is the script returns (Successful of ReturnObj) set to true 
 script ReturnObj 
  property Successful : false 
 end script 
 try 
  if (((TheNSPopUpButton's selectedItem's title) as text) ≠ NewMenuItem) then 
   -- The current menu item is not the right one 
   set TheNames to (TheNSPopUpButton's itemTitles) as list 
   -- Check if any of the menu items in the popup menu are the right one 
   if (TheNames contains NewMenuItem) then 
    -- Set the menu to the correct menu item 
    TheNSPopUpButton's selectItemWithTitle:NewMenuItem 
    set (Successful of ReturnObj) to true 
    return ReturnObj 
   else 
    -- None of the menu items in the popup is the right one 
    display dialog "The specified item " & NewMenuItem & ¬ 
     " is not one of the menu items." buttons {"OK"} ¬ 
     default button "OK" 
    set (Successful of ReturnObj) to false 
    return ReturnObj 
   end if 
  end if 
  set (Successful of ReturnObj) to true 
  return ReturnObj 
 on error errMsg number errNum 
  display dialog "Error " & (errNum as string) & ¬ 
   " occurred while trying to justify a field." & return & return & errMsg ¬ 
   with title "Error" 
  set (Successful of ReturnObj) to false 
  return ReturnObj 
 end try 
end SelectMenuItem
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�
Create matrix (radio buttons) with preset item selection part 1

use AppleScript version "2.4" -- Yosemite (10.10) or later 
use scripting additions 
use framework "AppKit" 
use framework "Foundation" 
use DialogToolkit : script "Dialog Toolkit" 

on SetCorrectButton(PreferedButtonTitle, TheSelectedCell, TheNSMatrix) 
 -- Handler loops through radio buttons looking for button with correct title. 
 -- If a button with correct title is found it's selected, otherwise it returns 
  
 script ReturnObj 
  property Successful : false 
 end script 
  
 try 
  set MatrixCells to TheNSMatrix's cells 
   
  repeat with TheCell in MatrixCells 
   if ((title of TheCell) as text = PreferedButtonTitle) then 
    -- Deselect the button that was selected 
    set state of TheSelectedCell to NSOffState 
    -- Select the correct button 
    set state of TheCell to NSOnState 
    set (Successful of ReturnObj) to true 
    return ReturnObj 
   end if 
  end repeat 
  -- Main script checked PreferedButtonTitle existed with 
  -- "ListOfButtonsTitles contains DesiredTitle" 
  -- If control got here changes to the main script caused the problem 
  display dialog "An error  occurred while searching for the correct 
button to set.  Couldn't find the button." & return & return & errMsg ¬ 
   with title "Error" 
  set (Successful of ReturnObj) to false 
  return ReturnObj 
 on error errMsg number errNum 
  display dialog "Error " & (errNum as string) & ¬ 
   " occured while searching for the correct button to set." & ¬ 
   return & return & errMsg with title "Error" 
  set (Successful of ReturnObj) to false 
  return ReturnObj 
 end try 
end SetCorrectButton
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�
Create matrix (radio buttons) with preset item selection part 2

set DesiredTitle to "Press 3" 
set theTop to 0 
set {RButtons, matrixLabel, theTop, matrixLeft} to create labeled matrix 
{"Press 1", "Press 2", "Press 3", "Press 4"} left inset 0 bottom (theTop + 8) max 
width 400 matrix left 0 label text "Job is for:" without arranged vertically 

set selectedCell to item 1 of (RButtons's selectedCells) 

if ((title of selectedCell as text) = DesiredTitle) then 
 set {RButtons, suppressedState} to display enhanced alert ¬ 
  "Testing radio buttons" message "" as critical alert buttons ¬ 
  {"Cancel", "OK"} giving up after 120 acc view width 400 ¬ 
  acc view height theTop acc view controls {RButtons} ¬ 
  without suppression 
else 
 -- The current button is not the right one 
  
 -- "title of RButtons's cells" returns an NSArray holding the button titles 
 -- Changing the class of output to a list makes it easier to work with 
 set ListOfButtonsTitles to (title of RButtons's cells) as list 
  
 -- Check if any of the button titles are the right one 
 if (ListOfButtonsTitles contains DesiredTitle) then 
  -- Set the select the correct button 
  set TheResult to SetCorrectButton(DesiredTitle, selectedCell, RButtons) 
  if (Successful of TheResult) then 
   set {RButtons, suppressedState} to display enhanced alert ¬ 
    "Testing radio buttons" message "" as critical alert buttons ¬ 
    {"Cancel", "OK"} giving up after 120 acc view width 400 ¬ 
    acc view height theTop acc view controls {RButtons} ¬ 
  without suppression 
  else 
   return false -- SetCorrectButton will report the error to the user 
  end if 
 else 
  display dialog "None of the radio buttons have the correct title, \"" ¬ 
   & DesiredTitle & ".\"" buttons {"OK"} default button "OK" 
 end if 
end if
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The entire script consists of the concatenation of "Create matrix (radio buttons) with preset item selection" 
parts 1 and 2.  Running the script "Create matrix (radio buttons) with preset item selection" requires the 
use framework "AppKit" to be in the script.

This script allows the default button set by "Dialog Toolkit's" "create labeled matrix" to be changed to a 
different button.  The actual thing that is done to achieve this is changing the property "state" of the NSCell 
object.  The "state" property determines if the cell is selected or not.

Two changes need to be performed on the NSMatrix created by "create labeled matrix."  This is done by 
the handler SetCorrectButton. The first is to set the "state" property of the button, that will no longer be the 
default button, to "NSOffState," (i.e. deselect the button). The second thing is to set the "state" property of the 
button, that is going to be the new default button, to "NSOnState," (i.e. select the button).  If it happens to be 
the case that new default button is the same as the old default button then no action is performed by the 
script.  SetCorrectButton checks the title of all the radio buttons and when it finds the right one it makes 
the two changes.

"display enhanced alert" displays the radio buttons after the changes have been made to RButtons.

The constants "NSOnState" and "NSOffState" are defined in the NSCell documentation.  NSCell is an object 
contained in the NSMatrix object.
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Appendix A: Description of how "display enhanced 
alert" works

Note: This Appendix covers advanced topics most readers do not need to know.

Lines 2 -8: StyleType (aka "Alert style") is set to the proper integer value.
Line 9-12: A check is performed to verify user interaction is allowed.  If it isn't allowed an error is created.

Line 14: An NSRect is created using NSMakeRect ( x, y, width, height ).  The "x" and "y" specify the 
location of a rectangle while the user supplied width and height form the actual rectangle.  The origin is 
always specified as [0, 0].  The NSRect is used as input for initWithFrame.  theAccessoryView is set to a 
new instance of a fully initialized NSView created from alloc()'s initWithFrame.

LineL 15: Sets up a subview where the controls and text fields specified in controlsList are placed.

Line 17: Reverses the order of the buttons in buttonsList.  The button order in AppleScript is the reverse of 
the order in Obj-C. 

Line 19: Creates new instance of NSAlert and initializes it.

Lines 22-30: Sets various setting for the NSAlert.
Line 22: Determines type of NSAlert to be created.  See "Alert styles" in chapter 1.

Lines 23 & 24: Set the Message & Informative fields.
See "Where information appears in the Alert" in chapter 1.

Lines 25 & 27: Adds all the buttons specified in "buttonsList " to the alert.

Line 28: Set the checkbox suppression state of the alert to the boolean sate specified by 
"showSuppression"

Line 29: set the AccessoryView of the Alert to the view created by line 14

Line 30: Let the default behavior handle key event as opposed to programmer handling it.

Line 33: if giveUp > 0 then abortModal method will be set up to run after "giveUp" seconds have passed.  
abortModal causes control to exit the modal event loop and return.

Line 35: Invokes the method (runs the handler) "showTheAlert" on the main thread using the default mode 
and blocks the current thread until after "showTheAlert" has completed on the main thread.  The handler 
"showTheAlert" sets the value of returnCode to NSModalResponse.  NSModalResponse is set to the 
result of runModal which is inside the "showTheAlert" handler.

Line 37: If a nonzero "give up" time was specified and the returnCode from the previous line 
(performSelectorOnMainThread) was not cancelPreviousPerformRequestsWithTarget
then there is a timer running for abortModal method from the previous line that needs to be canceled.  
Therefore the abortModal request made in line 33 is canceled.

Line 39: The state of the suppressionButton at the time the dialog closed is copied to the variable 
suppressedState.

�25



Appendix A: Description of how "display enhanced alert" works
Line 40: Obj-C returns a number representing which button was clicked.  Unfortunate 1000 is returned 
when the first button is clicked, 1001 is returned for the second button and so on.  To make it easier to 
work with in "display enhanced alert" 1 is added "returnCode mod 1000" and returnCode = 1 when button 
1 is clicked.

Line 41: if buttonNumber = 0 then the alert timed out

Line 42: Since the alert timed out set buttonName to "Gave Up"

Line 44: Since buttonNumber is valid set buttonName to clicked button name

Line 47: set controlResults to {}

Line 48: start repeat loop to go through all the the controls in controlsList
Lines 49-50: if aControl's kind = NSTextField then add aControl to end of controlResults

Lines 51-52: if aControl's kind = NSPopUpButton then add selection of aControl to end of 
controlResults

Lines 53-54: if aControl's kind = NSButton then add aControl's state to end of controlResults

Lines 55-56: if aControl's kind = NSPathControl then add aControl's URL's path to end of 
controlResults

Lines 57-58: if aControl's kind = NSMatrix then add aControl's selectedCell's title  to end of 
controlResults

Lines 59-60: if aControl's kind = NSBox then add "missing value" to end of controlResults
Lines 62: end repeat loop
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Glossary

acc view controls

AppKit framework

Enums or Enumerations - Similar to constants,

Inherit

method - A software routine that is attached to some software object.  In object oriented programming an 
object normally has many method, to handle needs and perform required tasks of the objects.
NSAlerts

NSBox

NSButton

NSMakeRect

NSMatrix

NSPathControl

NSPopUpButton

NSTextField
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